Clojure的环境

“Hello World” in Clojure

要立即开始在Clojure编程，只需打开一个Clojure的REPL，这代表阅读、赋值、打印、循环。REPL是一个简单而强大的的方式作为创建程序交互方式以及与运行中程序进行互动。

开始REPL最简单的方法是直接从系统的命令行1。要这样做，找到你系统目录中的Clojure位置，一个包含”Clojure-1.0.0.jar”的文件，然后键入之后开始Clojure：

**Java –jar Clojure-1.0.0.jar**

这将启动Java虚拟机加载Clojure的环境,就在REPL开始时,你应该看到以下字样:

**user=>**

这表明，REPL是准备接受输入。为了写你的第一个程序，只需在提示符下键入以下内容：

**user=>(println “Hello World”)**

按回车键，REPL应该显示以下：

**Hello World**

**nil**

**user=>**

究竟在这儿发生了什么？首字母缩写的REPL本身提供了一个线索。

*Read*: Clojure的读取键入的内容，（println “Hello World”），并解析它作为  
Clojure的形式，确保它是有效的Clojure的语法。

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

1这是最简单的方式使用Clojure的，但它绝不是最好的。由于你的程序扩大规模  
和复杂性，你几乎肯定会需要移动到一个更完整的Clojure的开发环境，将提供帮助文件和类路径管理，语法高亮，调试，和其他的基本特征, 和其他插件存在于 Emacs，VI，NetBeans，Eclipse，IntelliJ IDEA和其他编辑器，它们提供这些和其他的功能。

*Evaluate*:Clojure的编译器所提供的形式和赋值。在这种情况下，它调用了一个println函数，一个文本参数，”Hello World”。Clojure执行函数,并按规范体系打印”Hello World”。

*Print*:Clojure打印的println函数是没有返回值的。在这种情况下，它是nil，(与Java的null是相同的，这意味这没有任何值，或者是”没有”[原文为”nothing”])，因为println不是一个有返回值的函数。

*Loop*: Clojure返回到输入提示，随时为您键入另一个形式。

这不同于大部分其他编程语言工作。在大多数语言的书写时,编译时和运行时的程序是非常不同的步骤。Clojure不允许你分开这些步骤，你应该想的，但大多数Clojure的程序员更愿意使用在REPL集成开发，书写，并在同一时间运行他们的代码。这样可以大大缩短开发时间。它允许开发者看到自己的代码做什么，立即在一个已经运行的程序的情况下，没有任何时间上的开销需要去停止程序，编辑代码，重新编译，并再次启动它，这种基本的，自上而下的编码风格很快就开始感觉极为自然，并且很快会感觉一个静态的开发环境缓慢和繁琐。

相比其他“脚本”语言也提供实时的赋值，然而，Clojure的联机(原文为on-the-fly)能力更加健壮。当在REPL赋值时，它不仅只是赋值，实际上是编译，添加到正在运行的程序上与之前的代码的程序状态相当。也不是REPL只有一个特殊的调试功能：动态代码始终是语言所固有的。这是完全可能的，而且并不少见，连接到一个远端Clojure的生产实例，打开REPL,检查应用程序的状态，诊断问题，并调试代码，修正错误，而且程序运行，0停机代码修复。

从理论上来讲，它是可以打开一个REPL，从头开始写一个完整的，复杂程序，从观点根据讲，因为它没有停止或重新启动。

**Clojure的形式(Clojure Froms)**

一个Clojure的程序的基本单位是不是行,关键字，或类，而是形式。在Clojure中，形式可以是任何单位代码可以被赋值并返回一个值。当您在REPL中键入什么东西时，它必须是一个有效的形式和Clojure的源文件包含了一连串形式。有四种形式的基本的品种。

**文字(Literals)**

文字的形式解析自己。文字的例子是，你直接输入到代码的字符串，数字和字符。您可以验证，文字解析自己企图在REPL：

**user=>”I’m a string!”**

**I’m a string!**

当您键入一个简单的，双引号的字符串进行赋值，返回值是字符串本身。同样的事情，数字也是一样的。

**user=> 3**

**3**

**符号(Symbols)**

符号值的形式解析。它们可以被认为是大致类似变量，虽然这在技术上并不准确，因为他们实际上并没有同样的方式在大多数语言变量的变量。在Clojure，符号是用来识别函数的参数，和全局或局部定义的值。符号和他们的分析是在下面的章节详细讨论。

**复合形式(Composite Forms)**

复合形式使用对称的括号，括号或大括号，其他形式的群体。赋值时，其价值取决于什么类型的形式，括号内赋值一个vector和大括号到map。第4章详细讨论了这些类型。

然而，这里的特别感兴趣是复合形式的使用括号。这些表明一个list，和多个list在Clojure，具有特殊的含义。它毕竟是一个Lisp的方言，这源于它的名字“列表处理。”(原文为”LIST Processing.”)

在Clojure（和所有的Lisp）中，列出了赋值函数调用。当一个list赋值，它调用一个相同的函数，赋值操作以值的形式是从该函数的返回值。list中的第一项是要调用的函数，其余项目都作为传递给函数的参数。例如，Clojure的形式**(A B C)**，当赋值时，意思是调用A并且B和C作为它的参数。在其他编程语言可能写作**A(B C)**。

这似乎可能对一个没有Lisp背景的程序员很陌生。然而，在Clojure的能力范围内，优势是相当可观的。？整个程序都是集合构成的，集合中包含集合,以此类推,代码是数据，数据可以被看作代码。在第12章中，你会看到如何可以利用，很容易地创建和编写代码。

**特殊形式(Special Forms)**

特殊形式，是一个特定类型的复合形式。对于大多数用途，使用它们的函数调用非常相似。不同的是，第一种形式的一种特殊形式的，是不是某处定义一个函数，而是一种特殊形式的Clojure的内置。

特殊形式，是一个Clojure的程序最基本的构建模块，是用来控制程序流程，绑定VAR(变量)的，定义除其它外的函数。重要的是要记住的是，如函数调用，list中的第一种形式确定正在使用的一种特殊形式，在list中的其他形式的特殊形式的参数一样。为了能看到的例子中每个这些类型的形式，让我们做一个比较复杂的Hello World程序，你会使用两种形式，而不只是一个。在REPL中，键入以下命令，并按下ENTER：

**user=> (def message "Hello, World!")**

**在下一个提示符下，键入以下内容：**

**user=> (println message)**

**您应该看到的第一个Hello World程序相同的输出：**

**Hello, World**

**nil**

这个简单的程序，只有两种形式，包含前面讨论的每种类型的形式。

分析第一种形式,**(def message “Hello World!”)** ,您最先看到它是括号里。因此它是一个list, 将作为一个函数的应用程序或一种特殊的形式进行赋值。List中的项目有3个:**def,message,”Hello World!”**。Def是第一项，也就是所谓的函数或者是特殊形式，在这种情况下它是特殊形式，但是，它像一个函数，它需要2个参数var来定义，和值来绑定它，赋值，这种形式并创建一个变量，建立一个值绑定**”Hello world!”**符号**message**。

第二种形式**（println message）**也是一个list，这个时候它的正常函数的应用。它有两个组成部分形式，他们中的每一个符号。符号**println**解析为**println**函数，符号**message**解析为字符串**“Hello World!”**，因为在前面的形式确立了VAR绑定约束。

那么，最终的结果是与第一个Hello World程序相同的**println**函数的参数称为**“Hello World!”**

**编写和运行源文件(Writing and Running Source Files)**

由于REPL非常方便，在真实开发过程中，也会有保存源代码并使其能够重用并不需要重写代码的需要。CLOJURE当然也有这个功能。

按照惯例，Clojure的源代码文件的扩展名为\*. CLJ。在一个正常的Clojure的程序，没有必要显式编译源文件，它们会被自动加载，因为它们是编译的，就像个体形式进入在REPL。如果您需要预编译Clojure的标准Java的\*. class文件，（例如，运行在一个非标准的Java环境，如移动电话），它是完全可能的，并Clojures AOT（提前[Ahead Of Time]）编译处理功能。这些都是在第10章讨论。

要运行这个例子从一个\*. CLJ文件的Hello World程序，创建一个新文件，名为“HELLO - world.clj”在任何纯文本编辑器，包含下面的代码清单2-1。

*清单2-1。 HELLO- world.clj*

**(def message1 "Hello, World!")**

**(def message2 "I'm running Clojure code from a file.")**

**(println message1)**

**(println message2)**

有两种方法运行此文件。最简单，最经常用于发展，打开一个REPL和键入以下（代\*. CLJ文件的实际路径，并在按照与Java公约中使用正斜杠）：

**user=> (load-file "c:/hello-world.clj")**

你应该看到下面的输出：

**Hello, World!**

**I'm running Clojure code from a file.**

**Nil**

load-file函数接受一个参数：一个文件系统路径的字符串表示。然后加载在路径中找到的文件，并执行该文件中的每个list顺序，就好像它已在REPL输入，并返回在文件的最后形式的返回值。你可以看到nil，println的返回值作为输出的最后一行。在文件中定义的所有符号都仍然可用。尝试输入在REPL文件中定义的一个符号，它能够解析绑定到它的的值：

**user=> message1**

**"Hello, World!"**

另一种方式来执行Clojure的文件是直接从系统的命令行。这种方法产生一个新的Clojure的运行时在一个新的Java虚拟机实例，然后立即载入选定的文件。这是正常运行Clojure的开发程序（除非你打包成\*. class文件Clojure的一个jar包）的方法。要运行这样一个Clojure的文件，只需在命令行中输入以下内容：

**java –jar c:/clojure-1.0.0.jar c:/hello-world.clj**

Java将其识别为一个Java标准调用。**c:/clojure-1.0.0.jar**，确保Clojure的运行时库是在当前的CLASSPATH。修改路径以反映您的Clojure的jar文件的实际位置与Clojure的安装。最后一个参数是你要运行的脚本的路径。

此命令启动Clojure的运行时，加载HELLO - world.clj的文件，并按顺序赋值给它们的形式。在这种情况下，您在系统控制台中看到的结果仅是那些打印到标准系统输出：

**Hello, World!**

**I'm running Clojure code from a file.**

**Vars, Namespaces, and the Environment**

正如在第一章提到，Clojure的程序是灵活的，基本的实体，它可以进化，而无需关闭和重新运行。这主要是由于REPL的存在，提供的能力，以赋值在现有程序的情况下的形式。但这个工作到底是如何呢？

当您启动Clojure的程序，通过开一个新的REPL或直接运行一个源文件，你正在创建一个新的全局环境。这种环境持续，一直到程序终止，并包含所有需要运行的程序，包括全局变量，（绑定的值的名称）的信息。参见**图2-1**，它被添加（或保留）的全局环境。之后被保留，它是从任何地方引用可用的，在相同的环境中。在Hello World示例，您创建了一个变量符号**message**绑定到一个字符串值，你可以看到这一点，并在以后使用。

变量可以使用def的一种特殊形式的符号定义和约束。它的语法如下：

**(def var-name var-value)**

var-name是变量创建的名称，和var-value就是它的值。var-value可以是任何Clojure的形式，将赋值和由此产生的值绑定到了var。然后，每当var-name的符号在全局范围内的Clojure的环境中使用，它能够解析的var-value。

* **注意**: 一定要以正确的顺序定义你的依赖。由于Clojure引用var方式，必须定义一个在var的引用符号，可以进行赋值。通常情况下，这不是一个问题，但它可以导致一些“陷阱”，如果你在REPL做了很多工作。因为你将会经常定义在REPL的东西在从不同的顺序，

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_